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# Постановка задачи и общие требования

Создать класс Octal (Класс для работы с беззнаковыми целыми восьмеричными числами, использует для представления числа массив из 100 элементов типа unsigned char, каждый элемент которого является восьмеричной цифрой. Младшая цифра имеет меньший индекс (единицы - в нулевом элементе массива).) и класс Hex (Класс для работы с беззнаковыми целыми шеснадцатеричными числами, используя для представления числа массив из 100 элементов типа unsigned char, каждый из которых является шеснадцатеричной цифрой. Младшая цифра имеет меньший индекс.). Общие требования:

В каждом упражнении требуется реализовать в том или ином виде определение нового класса.

Создать базовый класс Array с полями: массив типа unsigned char. Максимально возможный размер массива задается статической константой. Реализовать конструктор инициализации, задающий количество элементов и начальное значение (по умолчанию 0). Реализовать метод доступа к элементу, перегрузив операцию индексирования []. При этом должна выполняться проверка индекса на допустимость.

Реализовать в классе Array виртуальную функцию поэлементного сложения массивов. Реализовать два класса, переопределив виртуальную функцию сложения. Вызывающая программа должна продемонстрировать все варианты вызова виртуальных функций.

Для выполнения работы необходимо:

* формализовать задачу;
* составить описание класса;
* составить алгоритм для каждого метода, описанного в классе, и определить все методы;
* создать объекты описанного типа;
* разработать набор тестов, на которых будет проверяться программа;
* продемонстрировать работу программы на наборе тестов;
* оформить работу и отчитаться по ней.

# Авторское понимание задачи

# Для решения данной задачи необходимо создать базовый класс Array, от которого наследуют два произвольных класса Octal и Hex. Соответственно, в базовом классе создаем виртуальные методы преобразования из int в char(и наоборот) , а также повышение следующего разряда. Кроме этого нужно перегрузить операторы ввода и вывода (в базовом классе) и переопределить виртуальные методы в произвольных классах.

# Текст программы

Array.h

#pragma once

#include <iostream>

using namespace std;

class Array   
{

protected:

static const int max\_dlina = 100;

unsigned char\* arv;

int dlina;

public:

Array();

Array(int ra3mer);

~Array();

int length() { return dlina; }

virtual Array& operator +(Array& perv);

unsigned char& operator [](const int index);

friend istream& operator>>(istream& in, Array& t);

friend ostream& operator<<(ostream& out, Array& t);

virtual int charToint(char od);

virtual char intTochar(int dv);

unsigned char getMass(int index) { return arv[index]; }

void setMass(int index, char od) { arv[index] = od; }

int Lastind();

virtual void Dobav(const int index);

};

Array.cpp

#include "Array.h"

Array::Array() : dlina(0), arv(NULL)   
{

}

Array::Array(int ra3mer) : dlina(ra3mer)   
{

arv = new unsigned char[ra3mer];

for (int i = 0; i < ra3mer; i++)   
{

arv[i] = 0;

}

}

Array::~Array()   
{

delete[] arv;

}

int Array::Lastind()   
{

int chislo = 99;

while (chislo >= 0)   
{

if (arv[chislo] != '\0')   
{

break;

}

chislo--;

}

return chislo;

}

Array& Array::operator+(Array& perv)   
{

int pervoe, vtoroe = 0;

int suMma = 0;

do   
{

pervoe = perv.Lastind();

vtoroe = Lastind();

if (pervoe == vtoroe)   
{

for (int pol=0; pol <= pervoe; pol++)   
{

suMma = charToint(getMass(pol)) + perv.charToint(perv[pol]);

if (suMma >= 16)   
{

setMass(pol, intTochar(suMma - 16));

Dobav(pol + 1);

}

else   
{

setMass(pol, intTochar(suMma));

}

}

}

else   
{

if (pervoe > vtoroe)   
{

for (int pol = vtoroe + 1; pol <= pervoe; pol++)   
{

setMass(pol, '0');

}

}

else   
{

if (pervoe < vtoroe)   
{

for ( int pol = pervoe + 1; pol <= vtoroe;pol++)   
{

perv.setMass(pol, '0');

}

}

}

}

}   
while ((pervoe > vtoroe) || (pervoe < vtoroe));

return \*this;

}

unsigned char& Array::operator[](const int index)   
{

unsigned char t = '0';

if (index<0 || index>max\_dlina)   
{

return t;

}

return arv[index];

}

void Array::Dobav(const int index)   
{

int sledyuch;

if (getMass(index) == '0')   
{

setMass(index, '0');

}

sledyuch = charToint(getMass(index));

if (arv[index] == 'F')   
{

setMass(index, '0');

Dobav(index + 1);

}

else   
{

setMass(index, intTochar(sledyuch + 1));

}

}

int Array::charToint(char od)   
{

switch (od)   
{

case ('0'): return 0; break;

case ('1'): return 1; break;

case ('2'): return 2; break;

case ('3'): return 3; break;

case ('4'): return 4; break;

case ('5'): return 5; break;

case ('6'): return 6; break;

case ('7'): return 7; break;

case ('8'): return 8; break;

case ('9'): return 9; break;

case ('A'): return 10; break;

case ('B'): return 11; break;

case ('C'): return 12; break;

case ('D'): return 13; break;

case ('E'): return 14; break;

case ('F'): return 15; break;

default: return -1; break;

}

}

char Array::intTochar(int dv)   
{

switch (dv)

{

case (0): return '0'; break;

case (1): return '1'; break;

case (2): return '2'; break;

case (3): return '3'; break;

case (4): return '4'; break;

case (5): return '5'; break;

case (6): return '6'; break;

case (7): return '7'; break;

case (8): return '8'; break;

case (9): return '9'; break;

case (10): return 'A'; break;

case (11): return 'B'; break;

case (12): return 'C'; break;

case (13): return 'D'; break;

case (14): return 'E'; break;

case (15): return 'F'; break;

default: return -1; break;

}

}

istream& operator>>(istream& in, Array& t)   
{

int schetchik = 0, elem = 0, obch = 0; char chislo;

for (int schetchik = 0; schetchik < t.max\_dlina; schetchik++)  
{

t.arv[schetchik] = 0;

}   
in >> chislo;

for (schetchik = 99; schetchik >= 0; schetchik--)

{

if (t.charToint(chislo)!=-1)  
{

t[schetchik] = chislo;

}   
else if (t.charToint(chislo)==-1)

{

break;

}

chislo = getchar();

}

if (schetchik != -1)

{

elem = 99 - schetchik - 1;

obch = 99;

for (; elem >= 0; elem--)

{

t[elem] = t[obch];

t[obch] = '\0';

obch--;

}

}

return in;

}

ostream& operator<<(ostream& out, Array& t)

{

int schet = t.Lastind();

while (schet >= 0) {

if (t.arv[schet] == '0')  
{

schet--;

}   
else  
{

break;

}   
}

for (; schet >= 0; schet--)  
{

out << t[schet];

}   
return out;

}

Octal.h

#pragma once

#include "Array.h"

class Octal :

public Array

{

public:

Octal();

Octal(int ra3mer);

~Octal();

virtual Octal& operator +(Octal& perv);

virtual int charToint(char od);

virtual char intTochar(int dv);

virtual void Dobav(const int index);

};

Octal.cpp

#include "Octal.h"

Octal::Octal() :Array()   
{

}

Octal::Octal(int ra3mer) : Array(ra3mer)   
{

}

Octal::~Octal()   
{

delete[]arv;

}

Octal& Octal::operator+(Octal& perv)   
{

int pervoe, vtoroe = 0;

int suMma = 0;

do   
{

pervoe = perv.Lastind();

vtoroe = Lastind();

if (pervoe == vtoroe)   
{

for (int pol = 0; pol <= pervoe; pol++)   
{

suMma = charToint(getMass(pol)) + perv.charToint(perv[pol]);

if (suMma >= 8)   
{

setMass(pol, intTochar(suMma - 8));

Dobav(pol + 1);

}

else   
{

setMass(pol, intTochar(suMma));

}

}

}

else   
{

if (pervoe > vtoroe)   
{

for (int pol = vtoroe + 1; pol <= pervoe; pol++)   
{

setMass(pol, '0');

}

}

else   
{

if (pervoe < vtoroe)   
{

for (int pol = pervoe + 1; pol <= vtoroe; pol++) {

perv.setMass(pol, '0');

}

}

}

}

}   
while ((pervoe > vtoroe) || (pervoe < vtoroe));

return \*this;

}

int Octal::charToint(char od)   
{

switch (od)   
{

case ('0'): return 0; break;

case ('1'): return 1; break;

case ('2'): return 2; break;

case ('3'): return 3; break;

case ('4'): return 4; break;

case ('5'): return 5; break;

case ('6'): return 6; break;

case ('7'): return 7; break;

default: return -1; break;

}

}

char Octal::intTochar(int dv)   
{

switch (dv)

{

case (0): return '0'; break;

case (1): return '1'; break;

case (2): return '2'; break;

case (3): return '3'; break;

case (4): return '4'; break;

case (5): return '5'; break;

case (6): return '6'; break;

case (7): return '7'; break;

default: return -1; break;

}

}

void Octal::Dobav(const int index)   
{

int sledyuch;

if (getMass(index) == '0')   
{

setMass(index, '0');

}

sledyuch = charToint(getMass(index));

if (arv[index] == 'F')   
{

setMass(index, '0');

Dobav(index + 1);

}

else   
{

setMass(index, intTochar(sledyuch + 1));

}

}

Hex.h

#pragma once

#include "Array.h"

class Hex :

public Array

{

public:

Hex();

Hex(int ra3mer);

~Hex();

virtual Hex& operator+(Hex& perv);

virtual int charToint(char od);

virtual char intTochar(int dv);

virtual void Dobav(const int index);

};

Hex.cpp

#include "Hex.h"

Hex::Hex() :Array()   
{

}

Hex::Hex(int ra3mer) : Array(ra3mer)   
{

}

Hex::~Hex()   
{

delete[]arv;

}

Hex& Hex::operator+(Hex& perv)   
{

int pervoe, vtoroe = 0;

int suMma = 0;

do   
{

pervoe = perv.Lastind();

vtoroe = Lastind();

if (pervoe == vtoroe)   
{

for (int pol = 0; pol <= pervoe; pol++)   
{

suMma = charToint(getMass(pol)) + perv.charToint(perv[pol]);

if (suMma >= 16)   
{

setMass(pol, intTochar(suMma - 16));

Dobav(pol + 1);

}

else   
{

setMass(pol, intTochar(suMma));

}

}

}

else   
{

if (pervoe > vtoroe)   
{

for (int pol = vtoroe + 1; pol <= pervoe; pol++)   
{

setMass(pol, '0');

}

}

else   
{

if (pervoe < vtoroe)   
{

for (int pol = pervoe + 1; pol <= vtoroe; pol++) {

perv.setMass(pol, '0');

}

}

}

}

}   
while ((pervoe > vtoroe) || (pervoe < vtoroe));

return \*this;

}

int Hex::charToint(char od)   
{

switch (od)   
{

case ('0'): return 0; break;

case ('1'): return 1; break;

case ('2'): return 2; break;

case ('3'): return 3; break;

case ('4'): return 4; break;

case ('5'): return 5; break;

case ('6'): return 6; break;

case ('7'): return 7; break;

case ('8'): return 8; break;

case ('9'): return 9; break;

case ('A'): return 10; break;

case ('B'): return 11; break;

case ('C'): return 12; break;

case ('D'): return 13; break;

case ('E'): return 14; break;

case ('F'): return 15; break;

default: return -1; break;

}

}

char Hex::intTochar(int dv)   
{

switch (dv)

{

case (0): return '0'; break;

case (1): return '1'; break;

case (2): return '2'; break;

case (3): return '3'; break;

case (4): return '4'; break;

case (5): return '5'; break;

case (6): return '6'; break;

case (7): return '7'; break;

case (8): return '8'; break;

case (9): return '9'; break;

case (10): return 'A'; break;

case (11): return 'B'; break;

case (12): return 'C'; break;

case (13): return 'D'; break;

case (14): return 'E'; break;

case (15): return 'F'; break;

default: return -1; break;

}

}

void Hex::Dobav(const int index)   
 {

int sledyuch;

if (getMass(index) == '0')   
{

setMass(index, '0');

}

sledyuch = charToint(getMass(index));

if (arv[index] == 'F')   
{

setMass(index, '0');

Dobav(index + 1);

}

else   
{

setMass(index, intTochar(sledyuch + 1));

}

}

Main.cpp

#include "Array.h"

#include "Octal.h"

#include "Hex.h"

#include <iostream>

#include <conio.h>

using namespace std;

int main()   
{

Octal proverka\_pervoe(6), proverka\_vtoroe(6);

Hex prov\_perv(6), prov\_vtor(6);

cout << "Vvod chisel iz 8-richnoi systemi: ";

cin >> proverka\_pervoe;

cin >> proverka\_vtoroe;

cout << "Rezyltat v 8-richnoi sisteme: " <<proverka\_pervoe+proverka\_vtoroe<< endl;

cout << "Vvod chisel iz 16-richnoi systemi: ";

cin >> prov\_perv;

cin >> prov\_vtor;

cout << "Rezyltat v 16-richnoi sisteme: " << prov\_perv + prov\_vtor << endl;

\_getch();

return 0;

# }

# Результаты тестирования

![](data:image/png;base64,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)

# Вывод

Результаты работы программы совпадают с ожидаемыми результатами программа работает правильно.